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simplecapi.js

{imodify the page based on the experiment data
var g_data=nulk;
var g_moniker=mul};
var g_uid=nui;
function loadExperiment{} {
getExperimentDataFromServer();
var replacements = g_data;
/frender the new elements that where loaded from the server
for (vari=0; 1< replacements.length; i++) {

document.getklementByld(replacements(i}. diviD).innerHTML=replacements{i].content,
1
}

[ithis simulates the kind of data the widemile server would retum.

ffeontroljs contains contents of factors and levels to update on the page see below.
ficontrol js call setbxperimentData(data)

/i{diviD:"hero" content:"<img src='pentagon.png'ait="pentagon/>"},

/KdiviD:"info" content." This is a green pentagon.Look how pretty itis."};

function getExperimentDataFromServer(}{
ficreate new script block and add to the browser DOM to load external server call
var script=createElement("script” document.body);
script.src="http://ots.server.comfjs-control"+g_moniker+"/"+g_uid+"/control js";

}

iidata[{diviD:"hero",content; "<img src="pentagon.png'alt="pentagon’/>"},
/I {diviD:"info" content" This is a green pentagon. Look how pretty it is."}];
function setExperimentData(data){

g_data=data;

}

function createVisitor|D() {
var value=nuij;

if (document.cookie["uid]==null) {
valug=newDate().time+"-"+rand(10);
document.cookie]'uid"}=newCookie(value);

}else {
value=document cookie["uid"]

}

return value;
}

function setup(meniker) {
g_moniker=moniker,
g_uid=createVisitor|[(};
loadExperiment();

}

FIG. 15
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GRAPHICAL-USER-INTERFACE-BASED
METHOD AND SYSTEM FOR DESIGNING
AND CONFIGURING WEB-SITE TESTING
AND ANALYSIS

CROSS-REFERENCE TO RELATED
APPLICATION

This application claims the benefit of Provisional Applica-
tion No. 61/485,571, filed May 12, 2011.

TECHNICAL FIELD

The current application is related to web sites and web-site-
based businesses and organizations, and, in particular, to a
method and system for designing and configuring web-site
testing and web-site analysis in order to collect data that can
be used to evaluate and/or optimize the web site.

BACKGROUND

During the past 20 years, the development of the hypertext
markup language (“HTML”) and web browsers has led to the
creation and development of whole new industries and busi-
nesses, including Internet retailing of goods and services,
search-engine services, electronic encyclopedias, direct
retailing and distribution of multi-media content and soft-
ware, social-networking services, and a variety of additional
industries and businesses. Many businesses are based on a
web site, a collection of interlinked web pages that are pro-
vided to web-site users from a web server, generally one or
more servers or higher-end computer systems that receive
web-page requests from users via the Internet and respond to
the requests by transmitting, to requesting users, HTML files
that encode web pages displayed by browser applications
executing on users’ computers.

The creation and maintenance of an effective web site may
involve engineers and professionals of a number of different
disciplines, including software engineers and web-page
developers, artists, writers, and other content creators, and
analysts who monitor a web site and evaluate the effective-
ness of the web site on an on-going basis. As one example, an
Internet retailer may spend millions of dollars in retailing
web-site design and development, using teams of engineers,
developers, and content creators, and may undertake continu-
ous evaluation of retail results associated with a retailing web
site, using marketing professionals and other analysts, in
order to attempt to identify potential changes to the web site
that can be fed back to the designers and content creators in
order to optimize the web site with respect to specific goals
and constraints. For an Internet retailer, the total amount of
sales generated from a retailing web site, the overall number
of visitors who navigate past the home page of a website, the
number of redirections to allied web sites using links pro-
vided on pages of the web site, and many other metrics may
comprise the goals for web-site optimization. Constraints
may include human and financial resources needed to effect
the changes to the web site, the time needed to make the
changes, compatibility of added features with widely used
browsers and browser plug-in programs, and many other such
constraints.

As with any type of live or run-time testing, testing under-
taken by marketing professionals and analysts may represent,
to a web-site-based business or information service, large
expenditures in money, time, and other resources. Further-
more, live testing may unintentionally negatively impact the
web site, by creating unintended interruptions, errors, and
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access delays for customers. Costs and potential liabilities of
web-site testing may therefore constitute a significant addi-
tional constraint for web-site optimization. For this reason,
web-site developers and owners seek cost-effective, time-
and-resource-economical, and minimally intrusive methods
and systems for web-site testing that can provide a sound
statistical basis for web-site analysis and optimization.

SUMMARY

The current application is directed to methods and systems
for designing and configuring web-site testing and analysis.
In certain implementations, a testing service collects cus-
tomer page-access and conversion information on behalf of a
web site. The testing service is straightforwardly accessed
and configured, through a web-site-based graphical user
interface, and is virtually incorporated into the web site.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 provides a context for discussion of web-site-testing
and web-site-analysis design and configuration.

FIG. 2 shows a simple, exemplary web page.

FIG. 3 shows the contents ofan HTML file that encodes the
exemplary web page shown in FIG. 2 and that includes simple
modifications to incorporate testing and analysis.

FIG. 4 provides a tree-like representation of the contents of
the exemplary HTML file shown in FIG. 3.

FIG. 5 illustrates a simple web site comprising seven web
pages.

FIGS. 6-7 illustrate factors, factor levels, and test design.

FIG. 8 illustrates the concept of segments in testing of web
pages.

FIG. 9 illustrates the data and data structures that define
tests, test runs, and experiments.

FIG. 10 illustrates the nature of the statistics, or test results,
that are collected for a particular test run.

FIG. 11 illustrates a currently disclosed testing environ-
ment.

FIGS. 12A-H illustrate a general method and system for
web-site testing.

FIGS. 13A-H provide control-flow diagrams for a web-site
testing service.

FIG. 14 shows the HTML modifications used to virtually
incorporate a testing service into a web site.

FIG. 15 provides an exemplary script library downloaded
service.

FIGS. 16 A-I illustrate generation of element paths, which
fully describe the location of elements of a web page within a
DOM-tree representation of the web page, and unique iden-
tifiers for web-page elements, which provide relative paths
from an element associated with an identifier to the element
within the DOM-tree representation of the web page.

FIGS. 17A-D provide control-flow diagrams for routines
that generate stored digital encodings of element paths and
unique IDs and that generate a symbolic string for either a
digitally encoded element path or unique ID.

FIGS. 18A-B illustrate a routine that locates a node, in a
DOM tree, based on a unique ID that describes the node.

FIGS. 19A-G illustrate example operations and specific
uses of the graphical user interface for web-testing design.

FIG. 20 illustrates a general computer architecture appli-
cable to many different types of computer systems on which
graphical-user-interface-based test-and-analysis design and
configuration systems can be implemented.

DETAILED DESCRIPTION

Certain implementations of the methods and systems, dis-
cussed below, are directed to live, real-time testing of a web
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site. There are many different types of web sites and web-site
servers that can be tested by the described methods and sys-
tems. It should be noted, at the onset, that the method and
system implementations discussed below are not restricted to
testing and analysis of a particular class or type of web sites,
but are generally applicable to a wide variety of different
types of web sites and web-site based businesses and organi-
zations. For example, these methods and systems can be
applied to test and to analyze the effectiveness of an Internet-
commerce web site, but can also be applied to non-commer-
cial information-distribution web sites, including on-line
encyclopedias, to non-commercial social-networking web
sites, to search-engine service providers, and many other
types of web sites and web-site-based businesses. It should
also be noted, at the onset, that the methods and systems,
discussed below, are primarily directed to minimally intru-
sive, cost-effective, and time-and-resource-efficient live, on-
line experimentation and statistics collection. The statistics
and data collected by these methods and systems can be
analyzed by a variety of different analytics packages in order
to generate various types of reports that provide information
regarding web sites that can be used for optimization. The
analytical analysis and reporting may be executed on the
testing service computer facilities, or on remote computing
facilities. These methods and systems also provide time-effi-
cient and cost-efficient test design and test implementation.
FIG. 1 provides a context for discussion of web-site-testing
and web-site-analysis design and configuration. In FIG. 1, a
server 102, comprising one or more servers and/or other types
of computer systems, transmits HTML-encoded web pages
through the Internet 104 to alarge number of user or customer
computers, including as user computer 106. As discussed
above, the web server may be owned and operated by an
Internet retailing organization, an information-distribution
system, a social-networking system, or another type Internet-
based transactional or content-distribution system. In gen-
eral, the web server runs continuously, at all times during the
day and night, providing HTML-encoded web pages and,
usually, additional types of information and services, includ-
ing downloads of executable code, scripts, and other such
information for specific types of web-based applications.
FIG. 2 shows a simple, exemplary web page. A web page is
described by an HTML file, discussed below, which is pro-
cessed by a web browser executing on a computer in order to
generate a web page, as shown in FIG. 2, that is displayed to
a user on a display device. The exemplary web page 202
includes a headline graphic 204, an offer graphic 206, a hero
graphic 208, and a button graphic 210. The exemplary web
page is subsequently discussed in the context of tests and
experiments in which altered versions of the web page are
provided to users of the web server that serves the web page
in order to test the effects of modifications to the web page.
FIG. 3 shows the contents of an HTML file that encodes the
exemplary web page shown in FIG. 2 and that includes simple
modifications to incorporate testing and analysis. These
modifications, used to virtually incorporate a testing service
into a website, are discussed below, with reference to FIG. 14.
A complete discussion of HTML is beyond the scope of the
current discussion. In FIG. 3, portions of the HTML file are
correlated with features in the displayed web page shown in
FIG. 2. In addition, general features of HTML are illustrated
in FIG. 3. HTML is hierarchical, in nature. In FIG. 3, double-
headed arrows, such as double-headed arrow 302, have been
drawn to the left of the HTML code in order to illustrate tags
and tag scoping within the HTML file. In general, HTML
statements are delimited by a pair tags, and are hierarchically
organized by scope. For example, an outermost statement
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4

begins with a first tag of a tag pair that begins with the text
“<html xmIns=" (304 in FIG. 3) and ends with a last tag of the
tag pair that begins with the text “</HTML” (306 in FIG. 3).
The scope of outermost statement encompasses the entire
HTML code. The double-headed arrow 302 at the left of the
HTML code, which represents the scope of this statement,
spans the entire HTML file. A second-level that begins with
the first tag of a tag pair “<head>" 308 and ends with the last
tag of the tag pair “</head>" 310 spans a first portion of the
HTML file, as indicated by double-headed arrow 312, and a
second statement bounded by the first and last tags of a tag
pair “<body>" 314 and “<body>" 316 span a second portion
of'the HTML. file, indicated by double-headed arrow 318. By
examining the tags within the exemplary HTML file, shown
in FIG. 3, and the double-headed indications of the scope of
tag-delimited statements, the hierarchical nature of HTML
can be readily appreciated.

FIG. 4 provides a tree-like representation of the contents of
the exemplary HTML file shown in FIG. 3. The tree 402
shown in FIG. 4 is constructed from the double-headed
arrows that annotate the HTML code, in FIG. 3, that span the
scopes tag-delimited statements in the exemplary HTML. file.
For example, the root node 404 corresponds to double-headed
arrow 302, and the second level “head” 406 and “body” 408
nodes correspond to double-headed arrows 312 and 318 in
FIG. 3, respectively. Note that, at the very bottom of the tree
representation of the HTML file, shown in FIG. 4, the four
leaf nodes 416-419 represent the four features 204, 206, 208,
and 210 of the displayed web page encoded by the exemplary
HTML file, shown in FIG. 2. Each of these nodes is essen-
tially a reference to an image file that contains a jpeg image of
the corresponding web-page feature. The head statement,
represented by node 406 in FIG. 4, includes formatting infor-
mation, references to highest-level resource-location directo-
ries, and a great deal of additional information that is used by
a browser to plan construction of a displayed web page. The
body statement, represented by node 408 in FIG. 4, includes
references to image files, text, and other features that are
rendered by the browser into displayed features of the web
page. Intermediate nodes include identifiers, particular met-
data information, and references to scripts that are down-
loaded and run by the web browser during web-page render-
ing and/or display.

As a specific example, node 416, a direct and only descen-
dant of the node labeled “headline” 410 in FIG. 4, corre-
sponds to the headline feature 204 displayed in the exemplary
web page shown in FIG. 2. This node also corresponds to
double-headed arrow 320 in FIG. 3. The statement “<img
src="images/demosite_hd_green.jpg” indicates that the dis-
played object is encoded as a jpeg image “demo_site_
offer_green.jpg” that can be found in a file-system sub-direc-
tory “images.”

In order to transform an HTML file into a displayed web
page, a web browser constructs a tree-like binary-encoded
data object referred to as a “document object model”
(“DOM.”) The exact contents and structure of a DOM is
beyond the scope of the present discussion. However, the
currently described methods and systems rely on standard-
ized DOM-editing interfaces that provide routines to identify
nodes and subtrees within a DOM and to edit and modify
identified nodes and subtrees. Once a browser has created a
DOM from the exemplary HTML. file shown in F1G. 3, DOM-
editing routines can be used to locate the node in the DOM
corresponding to the node “headline” 410 in FIG. 4 and
replace or modify that node to reference a different image.
Following modification, the web browser would then display
amodified web page in which the headline image 204 in FIG.
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2 is replaced by a different image. To effect more dramatic
changes, an entire subtree of a DOM, such as the subtree
rooted by a node corresponding to the node “right” 420, can
be removed or replaced, to change groups of display features.
While certain of the presently discussed methods and sys-
tems, discussed below, use DOM tree modification tech-
niques, other types of modification techniques provided by
interfaces to other types of binary representations of web
pages may be used, in alternative implementations. The DOM
is only one of many possible binary representations that may
be constructed and employed by web browsers.

Another feature of the exemplary HTML file shown in FIG.
3 is that the various features displayed in FIG. 2 are, in
HTML, wrapped by tag-delimited identifiers. For example,
the “wm_headline” tag indicated by double-headed arrow
320 and by node 410 in FIG. 4 s an identifier for the headline-
image-reference statement 322. Alphanumeric identifiers,
such as the identifier “wm_headline,” are introduced into an
HTML file in order to give easy-to-understand and easy-to-
use labels or handles for various objects, particularly objects
that correspond to displayed features in a web page. Although
objects can be easily identified in this manner, other methods
for identifying objects within an HTML file, as well as cor-
responding nodes of DOM trees and other such binary repre-
sentations of a rendered page, can be used to reference display
objects.

FIG. 5 illustrates a simple web site comprising seven web
pages. Each web page, such as web page 502, is represented
by arectangle in FIG. 5. Curved arrows, such as curved arrow
504, indicate navigational paths between the web pages.
Accessing the web site illustrated in FIG. 5, a user generally
first accesses a landing page 502 as a result of clicking a link
provided by another web page, such as a web page provided
by a search engine, or provided in a list of bookmarked links
by a web browser. The landing page is often, but not neces-
sarily, a home page for the website. A home page is a central
portal for access to all of the remaining web pages in the web
site. In general, a user navigates through the web site by
clicking on displayed links embedded in web pages. For
example, the web site illustrated in FIG. 5 is a retailing web
site. The landing page provides links to four different pages
510-513 that provide product descriptions for four different
products. A user, after viewing the landing page 502, may
click a link in order to navigate to a display of a product-
description page 510. In the exemplary web site shown in
FIG. 5, a user may subsequently navigate from a product-
description page or product-details page to a central order
page 520 that contains a button or feature 522 to which the
user can input a mouse click in order to order one or more
products. In certain cases, web sites may comprise a single
page and, in other cases, a web site may comprise tens to
hundreds or more pages, linked together in a network-like
graph describing various navigational paths between web
pages.

An example application of web-site testing would be to
monitor access, by users, of the web pages shown in FIG. 5 in
order to attempt to determine how often users end up navi-
gating to the order page and clicking the place-order button
522. One might then modify one or more of the pages, and
again monitor users’ access to the pages and subsequent input
to the place-order button 522. In this way, by testing collective
user response various alternative web pages, web-site devel-
opers and managers may be able to determine an optimal set
of web pages that provides the highest ratio of inputs to the
place-order button 522 to user accesses of the landing page
502. In testing parlance, clicking the place-order button 522,
in the exemplary web site shown in FIG. 5, is, in this example,
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considered to be a conversion event. One goal of optimizing
the web site might be to increase the percentage of users
clicking on the place-order button 522 after initially access-
ing the landing page 502. However, conversion events may be
arbitrarily defined, and there may be multiple conversion
events for a particular web site. Optimization of a web site
may also involve multiple, often at-least partially contradic-
tory goals. One goal may be to increase the number of
accesses to any page other than the landing page by users who
have initially accessed the landing page. Another goal may be
to increase total accesses to the landing page, regardless of
subsequent page accesses by users accessing the landing
page. Another goal may be to obtain maximum possible con-
version rates, even at the expense of decreasing the overall
rate of page accesses.

FIGS. 6-7 illustrate factors, factor levels, and test design. In
FIG. 6, an initial, prototype web page 602 is shown. A web-
site owner or developer may decide to systematically alter the
prototype web page in order to test the effects of the system-
atic alterations, so that alterations that appear to maximize
goals can be made to the web page in order to optimize the
web page. The prototype web page includes a portrait image
604, a title 606, a user-input feature 608, and an informational
message 610. A systematic tester may decide to alter each of
these web-page features, one-at-a-time, in order to determine
the effects of the altered features on measured user response.
For the web page shown in FIG. 6, the measured user
response, or conversion event, would likely be user input to
the user-input feature 608. As shown in FIG. 6, a tester may
devise a first test web page 611 in which the prototype image
604 is replaced with a different image 612. The tester may
devise a second test page 614 in which the title feature 606 is
replaced with a different title feature 616. Similarly, the tester
may devise a third test page 620 in which the informational
message 610 of the prototype web page is replaced with a
different informational message 622. Finally, the tester may
create a fourth test web page 624 in which the user-input
feature 608 of the prototype web page is replaced with a
differently labeled user-input feature 626. The systematic
tester may change a single feature, in each of the four test
pages, in order to judge the effect of changing that feature in
isolation from any other changes to the web page that might
be contemplated. However, the strictly one-feature-change-
at-a-time method would fail to provide data for the effects of
various combinations of changes, such as changing both the
headline and a portrait and, moreover, would require signifi-
cant developer time and effort.

FIG. 7 illustrates a related approach to the testing approach
discussed with reference to FIG. 6. In FIG. 7, the tester has
prepared a table of factors and factor levels. Each factor in the
table is represented by a column, such as the first column 702
corresponding to factor 1. Each factor is a feature, or group of
related features, on a displayed web page that the tester
wishes to alter in order to determine whether or not to alter the
feature in order to optimize the web page with respect to one
or more optimization goals. The various alternatives for each
factor are referred to as levels. Thus, for example, factor 1,
represented in the table by column 702, corresponds to the
information message (610 in FIG. 6), for which the tester has
devised six different alternatives, each corresponding to one
of six different levels associated with that factor. The tester
has devised four alternatives for factor 2, the title feature (606
in FIG. 6), five alternatives for factor 3, the portrait feature
(604 in FIG. 6), and five alternatives for the fourth factor, the
user-input feature (608 in FIG. 6). Then, having specified the
factors, or web-page features, to be altered, and the various
different alternatives for each feature, the tester might try
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generating all possible test pages corresponding to all pos-
sible combinations of level values for the factors in order to
test the different alternative web pages to determine an opti-
mal set of four levels corresponding to optimal alternatives
for the four factors. Unfortunately, an exhaustive, combina-
torial test, in most cases, is not feasible. Even for the very
simple example of FIGS. 6 and 7, there are 1260 different
alternative pages, including the prototype page, which can be
constructed by varying between one and four factors accord-
ing to the variations, or levels, provided in the table provided
in FIG. 7. In general, for the statistics collected from testing to
have significance, a sufficient number of tests need to be
conducted so each of the different test pages is displayed a
relatively large number of times during the test. In the
example of FIGS. 6 and 7, each different alternative web page
among the 1260 possible alternative web pages may need to
be displayed hundreds or thousands of times to users in order
to accumulate sufficient test data to make valid statistics-
based judgments. In many cases, the number of factors and
number of levels for each factor may be far larger than in the
simple example shown in FIGS. 6 and 7.

The variations of factors, or levels, may include changes in
content, display size, display color, object position in the
displayed image, or many other different types of changes.
Again, as discussed above, a factor may include multiple
display features.

Because of the general infeasibility of full, exhaustive,
combinatorial testing of all possible web-page variations,
certain ofthe presently discussed methods and systems use an
experimental-design method referred to as “the orthogonal-
array method.” This method devises a non-exhaustive test
strategy that nonetheless gathers sufficient, well-distributed
test data in order to make reasonable inferences with regard to
the effects of altering the factors in all possible ways. In
essence, the orthogonal-array method involves devising a
sparse sampling of all possible variations of the web page that
provides information about the various dependencies
between the different levels of the different features. The
orthogonal-array method involves specifying the factors and
specifying the levels for each factor for a particular test run,
and then, based on the factors and levels for each factor to be
tested in a particular test run, devises a set of alternative web
pages, by varying the specified factors according to the speci-
fied levels, that provide a good basis for collecting statistics
for the features to be tested. The orthogonal-array method is
well known in testing and statistics. Many additional types of
test-design methods may also be used. Whatever test-design
technique is employed, each test run defined by clients is
associated with a test design that controls generation and
distribution of experiments, or modified web pages.

FIG. 8 illustrates the concept of segments in testing of web
pages. FIG. 8 shows the web server and users of the web
server using the same illustration conventions as used in FIG.
1. However, in FIG. 8, a first set of three users 802-804 are
marked as belonging to a first segment, segment 1, and a
second set of three users 806-808 are marked as belonging to
a second segment, segment 2. During live, real-time testing of
web sites, alternative versions of web pages are provided to
subsets of the total number of users, or customers, accessing
the web server. During a particular test run, altered web pages
are provided to a specified segment of users. A segment of
users, or customers, can be defined by any of a wide variety of
different parameters. For example, a segment of users may be
defined by the web page or link by which the users or cus-
tomers navigated to a test page served by the web server.
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Segments may be defined by time periods, by the Internet
domains through which users access the Internet, or by many
other different criteria.

FIG. 9 illustrates the data and data structures that define
tests, test runs, and experiments. A testing service may, at any
given time, carry out a large number of different tests for
many different client web-site-based organizations. Each test
is defined by a test record, such as test record 902 in FIG. 9.
Information contained in the test record includes an alphanu-
meric name of the test, an identifier for the client on behalf of
whom the test has been created, a description of the test, an
indication of the time that the test was created, an indication
of the web page that is tested by the test, and a list of the
factors that may be involved in any particular test run associ-
ated with the test. Note that the factors can be specified by the
identifiers associated with features or objects displayed in the
web page. For example, referring to FIGS. 2-4, alist of factors
for a test of the exemplary web page shown in FIG. 2 may
include the alphanumeric strings: “wm_headline,”
“wm_hero,” “wm_offer,” and “wm_button.”

Any particular test may be carried out over a series of test
runs. For example, each test run may be carried out at a
different time, with respect to a different segment of users,
and may test a different array of features and feature levels.
Thus, each test record, such as test record 902 in FIG. 9, may
be associated with one or more test-run records, such as
test-run record 904 in F1G. 9. Test-run records include infor-
mation such as the levels to be used for each factor, with the
levels specified as URLs, or other references to images and
other resources, or as text strings or other data directly dis-
played by the browser, a current state of the test run, a descrip-
tion of the segment to which the test run is directed, an
indication of the particular orthogonal-array basis or other
test design for the test run, and an indication of one or more
conversion events for the test run. Finally, using the orthogo-
nal-array basis or other test design selected for the test run, a
test run is associated with a set of experiments, such as experi-
ment 906 in FIG. 9. Each experiment corresponds to an
altered web page that is displayed to users during the test run.
An experiment is essentially defined by associating each fac-
tor, tested in the test run, with a particular level, or referenced
resource, according to a matrix of test pages generated by the
orthogonal-array basis or other test design selected for the test
run.

FIG. 10 illustrates the nature of the statistics, or test results,
that are collected for a particular test run. The results include
indications of the test 1002 and test run 1004, the date on
which the test run was conducted 1006, a start time and an end
time for the test run 1008-1009, and a reference 1010 to a
results table 1012 in which test results are tabulated. The test
results table includes a row for each experiment associated
with the test run, such as row 1014 in experimental-results
table 1012. The row includes an indication of the experiment
to which the row corresponds 1016, a count of the number of
the times that the page corresponding to the experiment was
accessed by a user of an active segment 1018, an indication of
the number of times that a user who accessed the test page
generated a corresponding conversion event 1020, other simi-
lar numerical information in additional columns 1022, and,
finally, a computed conversion rate 1024 for each experiment.
The test results shown in FIG. 10 are but one example of the
type of statistics and data that can be collected during a test
run. Different or additional statistics may be collected accord-
ing to different test configurations created by test-service
clients.

There are many different possible ways of testing a web
server in order to accumulate test results, discussed above
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with reference to FIG. 10, for tests defined for particular web
pages and factors associated with those web pages, as dis-
cussed above with reference to FIG. 9. One method would
require the web server to design a test by creating all or a
subset of possible alternative test pages and to then develop a
test-page-serving system that would execute concurrently
with, or as part of, the web server on an intermittent or
continuous basis. As discussed above, testing methods and
systems that require the web server to develop and run tests
may be prohibitively expensive, both in time and resources,
for web-site owners or web-site-based organizations. Fur-
thermore, such testing methods can inadvertently cause seri-
ous financial losses and other non-financial damage to a web
site. For example, were the test pages improperly constructed
or served, sales or other activities generated by real-time users
may be lost and, in worst cases, the web site could potentially
lose business from particular customers and users altogether.
Real-time testing additionally involves significant security
risks. A malicious hacker or employee might be able to alter
the test system to display fraudulent or offensive test pages,
for example. Finally, similar to problems encountered in a
variety of physical and behavioral systems, poorly or improp-
erly design tests may so perturb the system being tested that
the statistics collected from the tests are meaningless or, in
worst cases, lead to false conclusions. For example, a poorly
designed test engine may introduce significant delays in web-
page service to customers or users. As a result, the conversion
rate measured during a test run may fall precipitously, not
because of particular alterations made to test web pages, but
instead because the significant time delay encountered by
users for whom the test page is constructed and to whom the
test web page is transmitted. For these, and many other rea-
sons, web-site-based-organization test design and execution
can be undesirable and, in worst cases, disruptive and dam-
aging to the web-site-based organization.

An alternative approach involves using a third-party testing
service, in tandem with the web server that serves the web site
to be tested. However, simply conducting tests by a third-
party server does not guarantee that the many pitfalls and
disadvantages discussed above with respect to web-site-
based-organization test design and execution are necessarily
avoided. In fact, in many cases, the pitfalls and disadvantages
discussed in the preceding paragraph may be exacerbated by
third-party testing of web sites and web servers. For example,
in the case that a test web page, requested by a customer,
needs to be prepared by the third-party server, in response to
arequest generated by the web site as a result of a user request
for the web page being tested, test-page serving may be
significantly delayed, deleteriously perturbing the users’
interaction with the web server to the point that the test
statistics end up meaningless or misleading. As another
example, security issues may be compounded by distributing
testing tasks between a web-server computer system and a
third-parting testing server. The presently discussed methods
and systems employ an array of techniques and features that
address these pitfalls and disadvantages, and that provide
minimally intrusive and cost-effective testing for web sites
and web servers.

FIG. 11 illustrates a currently disclosed testing environ-
ment. In FIG. 11, the web site 1102 is represented as one or
more servers or large computer systems that serve web pages
through the Internet 1104 to a generally large number of
web-site users or customers, including user 1106. The web
site or web server is regarded, in the following discussion, as
a client web server of the testing service. The client web
server also includes a client computer 1108 by which the
client web-server-based organization can access various
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third-party services and web servers through the Internet.
Finally, a web-site testing service is provided by, in the imple-
mentation shown in FIG. 11, a distinct server or servers 1110
accessible to the client web server 1102, the web server cus-
tomer 1106, and client computer 1108 via the Internet 1104.

The testing service is used by the client web-site-based
organization, referred to as the “client,” below, to design and
run real-time, live tests of web pages provided by the client
web server to users. In certain implementations, the testing
service may run on the same computer systems as the client
web server. In general, the testing service is geographically
distinct from the client web server, and is concurrently used
by multiple, different clients for concurrently executing many
different test runs on behalf of the multiple clients.

FIGS. 12A-H illustrate a general method and system for
web-site testing. FIGS. 12A-H all use the same illustration
conventions, in which large rectangles represent the four enti-
ties shown in FIG. 11.

A client establishes a relationship with the testing service,
as shown in FIG. 12A, by accessing the testing service
through a browser executing on the client computer. As
shown in FIG. 12A, an employee or owner of the client web
server uses the client computer 1202 to access a testing-
service web site, via a browser 1204 running on the client
computer, which allows the client web server to register as a
client of the testing service. The testing service 1206 includes
one or more databases 1208 and 1210 that store information
used to construct library and key files that are downloaded to
client web servers, store statistics collected during testing,
and store various different data objects and records that
describe clients, tests, test runs, experiments, and other data
used to conduct web-site testing. The client web server 1212
serves a number of different web pages described by HTML
files 1214 to users, represented by user 1216, who access the
web pages served by the client-web server through a browser
1218 running on the customer computer 1216. The testing
service and client web server additionally include web-server
engines, application programs, and other components of serv-
ers and computer systems (1215 and 121 in FIG. 12A).

As shown in FIG. 12B, the client carries out a dialog 1220
with the testing service in order to provide the testing service
with information about the client that allows the testing ser-
vice to prepare a client record or records 1222 that describe
the client and to store the client record or records in the
database. In addition, the testing service may undertake vari-
ous authorization and authentication steps to ensure that the
client web server is a valid web server and that the client can
transmit remuneration for testing services to the testing ser-
vice. As part of client initialization, the testing service pre-
pares a script library 1224 and a key file 1226 that the testing
service downloads to the client web server. The script library
1224 includes routines that are called by client-web-server
users during web-site testing. This library is referred to as a
“script library” because script routines are often provided to
browsers for execution. However, other types of routines may
be provided by other types of libraries in alternative imple-
mentations. The key file 1226 includes cryptographic infor-
mation that ensures that all information exchanges that occur
between client users and the testing service are secure.

As shown in FIG. 12C, following client initialization, the
client modifies any of the HTML encodings of web pages that
may be altered during testing of the client-web server by the
testing service. The alternations are minimal. To each HTML
file that encodes a web page that may be tested, the client
generally adds only two single-line statements and, in the
case that display objects are not associated with identifiers, as
discussed above with reference to FIG. 3, the client web
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server provide identifiers for each of the objects that may be
specified as factors for testing of web pages. The single-line
statements are generally identical for all client web pages,
greatly simplifying the web-page modification carried out by
the client. The first statement results in downloading of a
script library from the client web server, and the second script
launches one or more information exchanges between the
testing server and user computer. In the case that a conversion
event is tied to a specific user-activated display device, such as
a button, a call to a conversion script is inserted into the
HTML file, so that user activation of the user-activated dis-
play device generates an information-exchange transaction
with the testing service corresponding to a conversion event.
As discussed above, these may be the HTML identifiers dis-
cussed with reference to FIG. 3, or other types of identifiers.
In many cases, simple changes to the HTML files can be
automatically carried out by a script or by routines provided
by a content-management-service application-programming
interface.

Following client initialization and modification of the
HTMIL -file encodings of web pages that may be subsequently
tested, the client can configure and run tests through a test-
configuration interface provided as a website by the testing
service to clients, as shown in FIG. 12D. The test configura-
tion interface 1230 allows the client computer to define tests
1232, specity and modify already-specified test runs 1234,
and specify segments 1236, and, using client-supplied test
and test-run specifications, the testing service generates the
experiments 1238 associated with each test run. All of the test,
test-run, and segment information is stored in records asso-
ciated with a reference to the client in one or more databases
within the testing service. The test-configuration interface
1230 additionally provides run-time information to the client
web server and allows the client web server to launch trial
runs and test runs.

When a client web server has created a test and launched a
test run for the test, the testing service provides modifications
of'the tested web page to users of the client-web-server during
the test in order that the users receive altered web pages that
constitute test experiments, and the testing service collects
statistics based on users’ access to web pages under test. This
process is next described, with reference to FIGS. 12E-G.

When a client-web-server user 1216 accesses a test web
page, the client-web-server user sends an HTML-file request
through the Internet to the client web server 1212, as shown in
FIG. 12E, which returns the requested HTML page to the
client-web-server user 1216 for rendering and display by the
browser 1218 executing within the user’s computer. As the
browser begins to process, the HTML file, the browser
encounters a statement 1240 that causes the browser 1218 to
request the script library from the client web server. When the
script library is downloaded by the client web server, the
HTML file is modified, on the user computer, to launch an
additional information exchange with the testing service to
download additional library routines from the testing service.
This additional information exchange is carried out only
when the web page being processed is an active test page, the
user computer is a valid test subject for an active test, and the
additional library routines are not already cached in the user
computer’s browser. Insertion of the library-routine-fetch
statement is one of the two modifications to the HTML files
corresponding to tested web pages made by the client.

Next, as the browser continues to process the HTML, as
shown in FIG. 12F, the browser encounters a call to the library
routine “WM.setup” 1241. When executed by the browser,
WM .setup initiates one or more information exchanges with
the testing service during which the testing service can access
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cookies and other information associated with the web page
on the user’s computer, and the user computer receives web-
page modifications from the testing service. Cookies can be
used, for example, to ensure that a test subject who repeatedly
accesses a landing page receives the same experiment, or test
page, each time. Only when the web page being processed by
the user computer is an active test page, and the user computer
is an active test subject, are web-page modifications returned
to the user computer by the testing service, and information
uploaded by the testing service from the user computer. When
this web page and user are validated, the testing service
records the page accessed by the user, an identifier of the user,
and a time of access in one or more database entries 1242 and
returns a snippet, representing one or more nodes or sub-trees
of the DOM corresponding to the web page, to the user
computer, which modifies the DOM constructed by the
browser to incorporate the snippet downloaded by the testing
service to the user. In other words, the testing service down-
loads modifications that transform the web page downloaded
by the user to a particular altered web page representing an
experiment. Thus, following the information transaction
illustrated in FIG. 12F, the user’s browser alters the DOM and
displays, to the user, the altered web page correspondingto an
experiment as part of the test run. The snippet is constructed
or retried by the testing service based on the orthogonal-array
test basis or other test design. The stored test design defines
the experiments, from which the testing service seclects
experiments for provision to users in order to obtain a well-
distributed sampling of experiments during the test. Subse-
quently, as shown in FIG. 12G, should the user download a
page, or invoke a feature on a page, corresponding to a con-
version event, the user’s browser, in processing the HTML
file, encounters a library call 1250 that results in an informa-
tion transaction between the user and testing service. The
testing service checks to ensure that the web page is a valid
conversion page for an active test, that the user is a valid test
subject. When all of these tests are valid, the conversion event
is recorded 1352 for the experiment by the testing service.

Finally, as shown in FIG. 12H, when the testing service has
collected sufficient data to consider the test run to be com-
plete, the testing service changes the status of the test run to
complete, and may then undertake analysis and reporting of
the test results. The test results may be automatically returned
to the client web server, or may be subsequently returned, on
demand, when the client checks the status of the test run and
determines that the test run has been completed.

FIGS. 13A-H provide control-flow diagrams for a web-site
testing service. FIG. 13 A provides a high-level event loop
carried out by the testing service on behalf of one or more
clients. In step 1302, the testing services waits for a next
client-generated event. When the event corresponds to access
of'the testing-service website for registration by a new client,
as determined in step 1304, the routine “initialize new client”
is called in step 1306. When the event is a request to construct
a new test by an already-registered client through the test-
configuration interface, as determined in step 1308, the rou-
tine “test setup” is called in step 1310. When the event is a
request to configure a new test run, as determined in step
1312, the routine “test run setup” is called in step 1314. When
the event is a request to launch a trial run, as determined in
step 1316, the routine “trial run” is called in step 1318. When
the event is a request to launch a test run, as determined in step
1320, the routine “test run” is called in step 1322. When the
event is a status, information request, or information-update
request, as determined in step 1324, then the routine “status”
is called in step 1326. For example, a client can obtain test-
result information during a test run, and can additional obtain
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analysis results following completion of a test run. Any of
various additional types of events are handled in a default
event handler in step 1328. Additional events include log-ons
to the testing service web site by registered clients, during
which clients are authorized and authenticated.

FIG. 13B provides a control-flow diagram for the routine
“initialize new client” called in step 1306 of FIG. 13A. In step
1330, the testing service carries out a dialog, through the
testing service web site interface, with a prospective client in
order to collect information about the client. This information
may include the client’s name, address, billing address, web
site URL, and other such information. If all needed informa-
tion has been collected through this dialog, as determined in
step 1332, then the testing service proceeds to authenticate
and authorize the prospective client, in step 1334. Otherwise,
as with most of the steps carried out by the testing service
during dialogs with clients of the testing service, the testing
service may elect to retry a previous step, as determined in the
current case in step 1336, in order to make an attempt to
acquire the remaining needed information or, in certain cases,
may simply return an error message and fail. Once a client has
been authorized, the testing service, in step 1337, either
through a dialog or via automated methods, determines the
web site domains and cookie domains of the client web
server, and obtains, from the client, specification of a file-
system location at which to download to the client web server
the library and key files. In addition, the testing service deter-
mines whether or not to use a secure protocol when commu-
nicating with client-web-server users and any other informa-
tion needed for executing tests. Then, in step 1338, the testing
service creates and downloads the script library and key files
to the client web server. In step 1340, the testing service
prepares and stores one or more client records that describe
the client and provide a basis for further interactions with the
client and, finally, in step 1342, return an acknowledgement
to the client. In an actual testing service system, client initial-
ization may contain many additional steps, and may involve
solicitation and acquisition of many additional different types
of information.

FIG. 13C provides a control-flow diagram for the routine
“test set up” called in step 1310 of FIG. 13 A. In step 1346, the
testing service solicits test information from the client and
receives the solicited information in step 1348. Steps may be
iterated in order to carry out a dialog during which the needed
information to prepare and store a record describing a test is
acquired by the testing service. Once the information is
received, the testing service prepares a test record and enters
the test record in the testing service’s database in step 1350 in
association with, or referenced by, one or more client records.
As discussed above, test information may include a test name,
creation date, description, list of factors, and other informa-
tion that provide a basis for subsequent construction of test
runs.

FIG. 13D provides a control-flow diagram for the routine
“test run setup” called in step 1314 of FIG. 13A. In step 1354,
the testing service receives information about a next test run
and opens a test record for the test run. Step 1354 may involve
multiple information exchanges with the client. It should also
be noted that the client may elect to update or modify an
already existing test run, in which case an already existing
test-run record is accessed in step 1354. Next, in step 1356,
the testing service carries out an information exchange with
the client to obtain all the information that defines a test run,
including various attributes, the levels for each factor, a speci-
fication of a test segment, and other such information. Once
that information is received, then, in step 1358, the testing
service provides various orthogonal-array-based or other
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test-design-based testing alternatives to the client, from
which the client web server selects a particular test design.
Various different orthogonal-array-based test designs or other
types of test designs may be associated with different advan-
tages and disadvantages, and selection of an orthogonal-ar-
ray-based test or other test design may involve consideration
of'a number of different trade-offs, including potential length
of the test run, computational requirements on the testing
service, and many other such factors. Finally, in step 1360, the
testing service prepares and stores a test-run record and, in
addition, sets the test-run status to “constructed.” Note that, in
certain implementations, an initial under-construction status
may be associated with a test run as it is being defined and
constructed by the routine “test run setup.”

FIG. 13E provides a control-flow diagram for the routine
“test run,” called in step 1322 of FIG. 13A. In step 1366, the
testing service sets the status of the test run to “active.”” Then,
in a continuous loop comprising steps 1368-1370, the testing
service continues to handle test-run events, primarily infor-
mation exchanges with test subjects’ computers invoked by
execution of script-library routines by users’ browsers, until
the test is complete, as determined in step 1370. In general, a
test run continues until sufficient data has been collected to
provide statistically meaningful results. However, various
implementations provide additional means for test runs to be
halted through the test-configuration interface by clients, and
may provide for halting of test runs by the testing service
when certain desirable events or test-run-execution charac-
teristics are detected during the test run by the testing service.
Once a test run is completed, the testing service sets the status
of the test run to “complete,” in step 1372, and then may
undertake analysis of the test results and reporting of results
of'the analysis, in steps 1374 and 1376. As briefly discussed,
above, results may also be reported to a client during the test
run, through the web-site interface.

FIG. 13F is a control-flow diagram of the routine “handle
run events” called in step 1369 of FIG. 13E. This routine is a
simple event handler, in which messages sent from user com-
puters as a result of calls to the script-library routine
“WM.setup” by user browsers are handled by a call to the
routine “wmsetup,” in step 1380, and messages sent from user
computers as a result of calls to the script-library routine
“WM.convert” by user browsers are handled by a call to the
routine “wm convert,” in step 1382. Note that the script-
library routines “WM.setup” and “WM.convert” are called by
a browser running on the user computer, and those script
routines, in turn, call routines that initiate an information
transmission with the testing service.

FIG. 13G provides a control-flow diagram of the routine
“wmsetup” called in step 1380 of FIG. 13F. In step 1384, the
testing service routine receives a message, for request, from a
user computer as a result of execution, by auser’s browser, of
the script-library routine “WM.setup.” In step 1385, the test-
ing service uses a URL for the web page being processed to
access the database or databases maintained by the testing
service in order to determine whether or not the call to
WDM.setup represents a page-access event or a conversion
event, the type of test being run, whether or not the web page
is an active test page and the user computer is a valid and
active test subject, and other such information. When the test
page that included a call to “WM.setup,” which, in turn,
generated the message or request received in step 1384, is an
active test page, as determined in step 1386 by the testing
service, and when the user computer is an authorized test
subject, as determined in step 1387, then, in step 1388, the
testing service then in the case that the call to WM.setup
represents a landing-page-access event, prepares the DOM
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modifications needed to generate an experiment for display
on the user computer and transmits those modifications to the
user computer. Finally, in step 1389, the testing services
records either a landing-page-access event by the user com-
puter or a conversion event, depending on the web page. Note
that, in the case that the page from which the call to
“WM.setup” was made is not an active test page, orin the case
that the user computer is not an active and authorized test
subject, the routine “wmsetup” simply returns. In other
words, there is almost no performance penalty and no pertur-
bation to the client’s web server in the case that a user
accesses an inactive test page or in the case that non-test-
subject users access test pages. Steps 1384 and 1385 may
include one or more information exchanges between the user
computer and testing service.

FIG. 13H is a control-flow diagram for the routine
“wmconvert” called in step 1382 of FIG. 13F. This routine is
similar to the routine “wmsetup,” described with reference to
FIG. 13G. The primary difference is that this routine is only
called for a conversion event, which is recorded, in step 1390,
as conversion event in a testing-service database.

The routine “trial run,” called in step 1318 of FIG. 13A, is
similar to the routine test-run, discussed above, with the
exception that a trial-run status may be set for the test run
during a trial run. The routine “trial run” is not further dis-
cussed. The routine “status,” called in step 1326, returns
status information with respect to test runs and other infor-
mation about tests, test runs, and clients. Implementation of
this routine is strongly dependent on the particular database
organizations used by the testing service and on the particular
web-site interface provided to clients, and is not further dis-
cussed.

FIG. 14 shows the HTML modifications used to virtually
incorporate a testing service into a web site. The HTML code,
previously shown in FIG. 3, includes first statement 1402 that
directs a browser to download the script-routine library and a
second statement 1404 that calls a script-library entry point
“WM.setup” that results in sending a message or request to
the testing service to indicate a landing-page-access event or
page-access-conversion event. A page that includes a dis-
played object, activation of which is defined to be a conver-
sion even, is similarly modified to include a call to the library
routine “WM.convert.” By merely adding two statements to
an HTML file, or three in the case that the page corresponds
bothto a landing-page-access event and to a conversion event,
the HTML file becomes a potential test web page, and the
testing service is virtually incorporated into the client web
server. Again, the statements used to modify landing-access-
event-associated web pages are identical for all such web
pages, as is the statement that is used to modify display-
objects associated with conversion events. A client can easily
write a script or other program, or use a content-management-
system programming interface to introduce these identical
statements into web pages. FIG. 15 provides an exemplary
script library downloaded service.

Graphical-User-Interface-Based Design and
Configuration of Web-Site Testing and Web-Site
Analysis

A graphical user interface is provided, according to the
current disclosure, to users of the above-described web-site-
testing system. A graphical user interface allows users to
quickly identify portions of a displayed web page that the
users wish to designate as factors, and to then provide various
alternatives to, and modifications of, these factors for use in
the above-described testing process. Each factor needs to be
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identified so that automated web-site-testing system can
properly instrument the web page and replace the original
factor with modified factors. In many cases, portions of a
displayed web page identified as a factor by a user of the
graphical user interface have identifiers defined within the
HTML file. These identifiers are specified in identifier-defi-
nition statements such as “id=name” within HTML tags.
However, web-site developers are not required to assign iden-
tifiers to the displayed elements of a web page. As a result, the
graphical user interface employs a method to unambiguously
identify factors specified by users so that the corresponding
HTML code can be instrumented and modified during testing.

FIGS. 16 A-I illustrate generation of element paths, which
fully describe the location of elements of a web page within a
DOM-tree representation of the web page, and unique iden-
tifiers for web-page elements, which provide relative paths
from an element associated with an identifier to the element
within the DOM-tree representation of the web page. The
element paths and the unique identifiers (“unique IDs”) for
elements are both generated to provide unambiguous indica-
tions of particular elements within web pages and the DOM-
tree representations of the web pages, despite many elements
within the web pages and DOM-tree representations not
being associated with identifiers. Element paths and unique
IDs for elements are designed to include sufficient informa-
tion to identify elements despite changes to web pages and/or
DOM-tree representations of the web pages following gen-
eration of the element paths and unique IDs. The element
paths and unique IDs, discussed below, provide the techno-
logical foundation for graphical-user-interface-based design
of web-page testing and/or web-page analysis, discussed
above. The graphical-user-interface-based design of tests and
analytical procedures allows users without programming
experience and without knowledge of the various languages
in which web pages are encoded to nonetheless quickly and
accurately select factors and levels from within web pages for
subsequent testing and analysis.

FIG. 16A shows a displayed web page and a DOM-tree
representation of the web page. The illustration conventions
used in FIG. 16A are also used in FIGS. 16B-1, discussed
below. Both the web page and the DOM-representation of the
web page are abstractly illustrated, to simplify the following
discussion. The web page 1602 includes numerous features
nested up to five levels deep. The DOM-tree representation
1604 of the web page is, as discussed above, an acyclic graph
rooted at a root node 1606 that corresponds to the entire web
page 1602. In the simplified, abstract DOM tree 1604, nodes
are shown as small squares, such as the square representing
node 1606, with interior, single-character labels representing
the type of node and exterior numeric labels indicating, for
certain nodes, an identifier associated with the node. For
example, the root node, node 1606, includes the interior label
“e” 1608 that indicates that the node is a displayed element
within the web page and the exterior numeric label “1” 1610
is a unique identifier associated with the node. As discussed
above, DOM trees include nested tags of many different
types. The single-character labels used in FIGS. 16 A-I cor-
respond to tag names in DOM trees and HTML files or other
types of web-page encoding. The tags may be additionally
associated with identifiers, as discussed above, which are
represented in the simplified, abstract DOM tree 1604 as
single-character numerals, such as the exterior numeric label
“1” 1610 representing the unique identifier associated with
the root node. Many nodes in the example DOM tree 1604,
such as node 1612, are not associated with identifiers.

FIGS. 16B-E show the correspondence between element
nodes in the example DOM tree (1604 in FIG. 16A) and
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displayed elements in the simplified, abstract web page (1602
in FIG. 16A). FIG. 16B shows correspondence between
nodes at the first two element-node levels of the DOM tree
and corresponding displayed elements of the web page. The
root node 1606 corresponds to the entire web page 1602, as
indicated by curved arrow 1614. Three second-element-level
element nodes 1612 and 1616-1617 correspond to the three
highest-level blocks, or divisions, within the displayed web
page 1618-1620, respectively. Note that the node 1621, below
node 1606 and above node 1616 in the DOM tree (1604 in
FIG. 16A), corresponds to a higher-level, enclosing tag
directly above node 1616 in the DOM tree hierarchy. Node
1621, with interior label “c,” may represent, as one example,
the dark background coloring for the high-level panel or
division 1620 represented by node 1616. Similarly, nodes
1622-1625 also represent tags enclosing lower-level ele-
ments, and may also represent coloring or other properties of
the elements that they enclose. FIGS. 16C-E show the corre-
spondence between the remaining element nodes and dis-
played features within the displayed web page (1602 in FIG.
16A).

It should be noted that the DOM-tree representation is
generally created as a step in rendering of an HTML file, or
other web-page-encoding document, by a web browser for
display on a display device. After the DOM-tree representa-
tion of the web page has been prepared, the DOM tree fully
specifies display of the web page. The DOM tree nodes that
represent displayed features within a displayed web page are
generally associated with display positions and the dimen-
sions of displayed elements. It is possible to manually or
programmatically edit a DOM-tree representation of a web
page in order to change the appearance of the displayed web
page. The DOM tree is generally encoded as an object class
that provides various useful navigational member functions
and additional member functions to allow the contents of
DOM-tree nodes to be modified.

FIGS. 16F-H illustrate principles of the graphical-user-
interface-based test and analysis design based on element
paths. As shown in FIG. 16F, during graphical-user-interface-
based design oftests and analyses, the user may move a cursor
1630 to point to a particular displayed element 1632 of a web
page. The graphical-user interface uses the coordinates of the
current position of the cursor 1630 to generate an element
path leading to the lowest-most element within the DOM-tree
representation of the web page corresponding to the current
cursor location. In FIG. 16F, only a relevant portion of the
DOM tree 1634 is shown for the position of cursor 1630
within web page 1602. The cursor position falls within ele-
ment 1632 represented by node 1636 in the relevant portion of
the DOM tree 1634. The full path leading to element 1636
includes node 1606, node 1622, and node 1637. This node
path through the DOM tree to element 1636 is encoded into a
symbol string 1638 displayed above the web page, in certain
examples of the graphical user interface. The symbol string
1638 is an element path, or a unique encoding of an identifier
for element 1636 relative to the root node. In essence, element
path 1638 is an absolute, unique ID for node 1636. The
element path includes a symbolic representation of each node
1606, 1622, 1637, and 1636 in the path from the root node to
the lowest-level node corresponding to the current cursor
position. The root node is represented by the symbols “e#1”
1639. Node 1622 is represented by the symbol string “c[2]”
1640, node 1637 is represented by the symbol string “e#2”
1641, and node 1636 is represented by the symbol string
“e[3]71642. The leftward-pointing angle brackets 1643-1645
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serve as separators or symbolic-node-representation delimit-
ers, and also indicate the direction of the path from a root node
to a selected element.

Those nodes associated with identifiers, in the current case
node 1606 and node 1637, have symbolic representations
1639 and 1641 consisting of a tag name, or element type, in
this case “e,” followed by the hash symbol “#,” in turn fol-
lowed by the identifier associated with the node. Because a
DOM-tree object associated with member functions that can
be called to return a pointer to a node corresponding to a
supplied identifier, those nodes associated with identifiers
server as absolute node references within a path.

A different convention is used for nodes without identifi-
ers. A symbolic representation of a node without an identifier
begins with the type, or tag name, followed by an index, or
position, of the node within an ordered list of sibling nodes of
the parent of the node. Consider, for example, node 1622.
Node 1622 is in the second level of the DOM tree. The parent
ofnode 1622, root node 1606, has three children, nodes 1612,
1621, and 1622. In an ordered list of these children from left
to right, node 1612 has index “0,” node 1621 has index “1,”
and node 1622 has index or position “2.” Thus, the symbolic
representation for node 1622 is “c[2]” 1640. The symbolic
representations of nodes 1612 and 1621, 1647 and 1648,
respectively, are also shown in FIG. 16F. Thus, the element
path is a symbolic representation of a traversal path from the
root node of a DOM tree to a particular element of the DOM
tree, with node identifiers symbolically represented with
those identifiers and nodes not associated with identifiers
symbolically represented by their position, or index, within
an ordered list of sibling nodes.

The combination of the displayed symbolic element path,
cursor, and relevant portions of the web page provide a
straightforward and easily understood display-element selec-
tion method and navigation method. For example, as shown in
FIG. 16G, by indicating, as shown by arrow 1650, that itis the
next-highest-level displayed element that is desired, the
graphical user interface can adjust the display to remove the
display of element 1632 in FIG. 16F and instead prominently
display element 1620 corresponding to node 1617. Thus, any
element within a nested display hierarchy of elements can be
easily navigated to using the displayed symbolic element
path.

FIG. 16H, using the illustration conventions of FIG. 16F,
illustrates the user selection of a different displayed element
1652 in the web page, the corresponding symbolic element
path 1654, and the relevant portion of the DOM tree 1656.

A unique ID for every element can be generated from the
symbolic element path by truncating the element path from
the root node down to, but not including, a last identifier-
associated node prior to the element. FIG. 161 shows a com-
plete list of the element paths and unique IDs for each dis-
played element in the example web page 1602. The element
paths and unique IDs are provided in tables, such as table
1660, cach row of which represents a particular displayed
element. For example, row 1662 in table 1660 represents
displayed element 1664, as indicated by arrow 1666, and
indicates that the full path name for this element is “e[0]
<e#2<c[2]<e#1” 1668 and the unique ID for the element
“e[0]<e#2” 1670.

A unique ID is a relative path in that a unique ID is gener-
ally a truncated symbolic element path that begins with, or is
relative to, a closest identifier-associated node above the node
identified by the unique ID. Of course, in certain cases, the
unique ID and element path for a particular node are identical.
In general, however, the unique ID indicates a path to the
identified node, or element, relative to an identifier-associated
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intermediate node below the root node and above the identi-
fied node in the DOM-tree hierarchy.

By using cursor operations and generating element paths
and unique IDs for selected elements, the graphical user
interface can assign unique IDs to each displayed web-page
element selected as factors for a test or analysis. The unique
1D provides an unambiguous symbolic representation of the
position of the corresponding node in the DOM-tree repre-
sentation of the web page. Thus, factors can be selected
without having access to, or understanding, the underlying
HTML file or other encoding of the web page. This provides
aremarkable increase in the usability and efficiency of use of
web-testing and web-analytics platforms that feature graphi-
cal-user-interface-based test and analysis design.

FIGS. 17A-D provide control-flow diagrams for routines
that generate stored digital encodings of element paths and
unique IDs and that generate a symbolic string for either a
digitally encoded element path or unique ID. It should be
noted, at the onset, that these routines represent control-logic
components of a graphical-user-interface-based test-design
system, described above. These routines are computer
instructions that are stored in one or more electronic memo-
ries, mass-storage devices, compact disks or DVDs, or other
physical data-storage media. Those with even rudimentary
background in science and technology would immediately
appreciate that a computer-readable media capable of storing
computer instructions that implement these routines and the
web-testing-design system that includes them cannot possi-
bly be stored within signals, such as electromagnetic radia-
tion. The web-testing-design system is a physical machine
with a control component that includes computer instructions
encoded in a physical computer-readable medium.

FIG. 17A provides a control-flow diagram for the routine
“path” that prepares an encoded element path based on the
pointer to a node of a DOM-tree representation of a particular
web page. In step 1702, an array is received or declared, a
node pointer cNode is initialized to point to, or reference, the
lowest-level element in the DOM tree corresponding to a
particular position within a displayed web page, and the vari-
able a is set to 0. Next, in step 1704, the recursive routine
“rPath” is called, with parameters a, array, and cNode. The
routine “rPath” stores an element path for the node referenced
by cNode into array. In step 1706, the routine “path” returns
the array and the variable a.

FIG. 17B provides a control-flow diagram for the routine
“rPath” called in step 1704 in FIG. 17A. In step 1710, the
routine “rPath” receives a, array, and cNode. In step 1712, the
routine “rPath” determines whether or not the node refer-
enced by cNode is associated with an identifier. When the
node is associated with an identifier, then control flows to step
1714, where a next entry of the array is set to include the
symbolic encoding of an identifier-associated node, and vari-
able a is incremented. When the node referenced by cNode
has a parent, as determined in step 1716, then local variable p
is set to point to the parent of the cNode, using a DOM-object
navigation member function, in step 1718. When a node does
nothave a parent, as determined in step 1716, then the routine
“rPath” returns, in step 1720. When the node referenced by
cNode is not associated with an identifier, as determined in
step 1712, then control flows to step 1722, where the routine
“rPath” determines whether or not the node referenced by
cNode has a parent node in the DOM tree. When the node
referenced by cNode has a parent node, control flows to step
1724, where the local variable p is set to the parent of the
cNode, as in step 1718, and, in addition, the index of the node
referenced by cNode within the children of the node refer-
enced by p is determined, again using DOM-tree member
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functions as well as any additional necessary navigational and
node-retrieval operations. In step 1726, the next element of
the array receives a symbolic representation of the node ref-
erenced by cNode, including the element type and index
determined in step 1724. If the node referenced by cNode is
not associated with an identifier and does not have a parent,
then, in step 1728, the symbolic encoding of a root node not
associated with an identifier is stored into the next element of
the array, and the routine “rPath” returns in step 1720. When
the node referenced by cNode has a parent, then a recursive
call is made to the routine “rPath” in order to process the
parent node and generate and store, in the array, a symbolic
encoding of the parent node. In step 1730, the variable cNode
is set to reference the same node referenced by the local
variable p, and the recursive call is made in step 1732.

FIG. 17C provides a control-flow diagram for the routine
“unique ID” that generates a unique ID, as discussed above,
from an element path stored in an array. In step 1740, the
routine “unique ID” receives the array storing the element
path and a variable a that stores the length, in nodes, of the
element path. Also in step 1740, the local variable iis set to 0.
When i is equal to a, as determined in step 1742, then the
routine “unique ID” returns the current contents of the array
and the variable a, in step 1744. Otherwise, when the element
array[i] contains a #-demarcated ID, as determined in step
1746, then, in step 1748, a is updated to equal i+1 and control
then flows to step 1744, where the array and local variable a
are returned. Otherwise, in step 1750, the local variable i is
decremented and control returns to step 1742. Thus, the rou-
tine “unique ID” indicates a path name received by the routine
from the right down to, but not including, the first identifier-
associated node above the lowest-level node in the element
path.

FIG. 17D provides a control-flow diagram for a routine
“printPath” that prints out the contents of an array containing
an element path or unique ID to produce a symbolic repre-
sentation of a path, such as symbolic representation 1638 in
FIG. 16F for the path comprising nodes 1606, 1622, 1637,
and 1636 shown in the relevant portion of the DOM tree 1634
in FIG. 16F. This routine is self-explanatory, and is therefore
not further described in the interest of brevity.

FIGS. 18A-B illustrate a routine that locates a node, in a
DOM tree, based on a unique ID that describes the node. In
step 1802, the routine “findNode” receives a variable a and an
array containing the length of a symbolic unique ID and the
unique 1D, respectively. Also in step 1802, local variable i is
set to a-1, and local variable cNode is set to point to the root
of the DOM tree. When the DOM-object member functions
used to return a pointer to the root of the DOM tree return a
null pointer, as determined in step 1804, then an error is
returned in step 1806. When the first element of the array
contains a #-demarcated 1D, as determined in step 1808, then
when the ID encoded in the array entry array[i] is equal to the
1D associated with the node referenced by cNode, as deter-
mined in step 1810, control flows to step 1822. When the ID
in the first array element is not the same as the 1D associated
with the node referenced by cNode, then, in step 1812, the
local variable p is set to the node in the DOM tree associated
with the ID in array[i]. When p is non-null, as determined in
step 1814, then cNode is set top in step 1816, and control
flows to step 1822. Otherwise, when p is null, an error is
returned in step 1818. Thus, when the first node does not
include a #-demarcated ID, as determined in step 1808, then
the first node must be the root node and not associated with an
ID. In that case, as determined in step 1820, the index con-
tained in the first element of the array must equal 0. When the
index does not equal 0, as determined in step 1820, then an



US 9,274,932 B2

21

error is returned in step 1824. Next, the routine “findNode”
determines whether the node referenced by cNode has a type,
or tag name, equal to the type or tag name included in the first
element of the array. If not, then an error is returned in step
1824. Otherwise, control flows to step 1826, in which the
routine “findNode” determines whether or not local variable
ais equal to 1. When a is equal to 1, then the routine “findN-
ode” returns cNode in step 1828, since the unique ID had only
a single node element. Otherwise, i is decremented in step
1830 and a second part of the routine “findNode” is called in
step 1832.

FIG. 18B provides a control-flow diagram for the second
part of the routine “findNode” called in step 1832 of FIG.
18A. In step 1840, the second part of the routine “findNode”
determines whether or not an index is defined in the symbolic
representation of the array element array[i]. If an index is not
defined, then an error is returned in step 1842. Otherwise, the
local variable nxt is set to the child of the node referenced by
cNode with index equal to the index encoded in the symbolic
representation of anode stored in array/[i], in step 1844. When
nxtis defined, or non-null, as determined in step 1846, control
flows to step 1848. Otherwise, nxt is set to the child of the
node referenced by cNode having the largest index, in step
1850. When nxt is now defined, as determined in step 1852,
control flows to step 1848. Otherwise, an error is returned in
step 1842. In step 1848, the second part of the routine “find-
Node” determines whether or not the type encoded in the
symbolic representation of the node stored in array([i] is equal
to the type associated with the node referenced by nxt. When
these types match, as determined in step 1848, then control
flows to step 1854. Otherwise, in step 1856, nxt is set to the
sibling of the node currently referenced by nxt within a
threshold index difference from the index encoded in the
array entry array[i] and having a type equal to the type
encoded in the entry array[i]. If nxt is now defined, as deter-
mined in step 1858, then control flows to step 1854. Other-
wise, an error is returned in step 1842. In step 1854, the
second part of the routine “findNode” determines whether or
not local variable i is now 0. When local variable 1 is 0, then
local variable nxt is returned in step 1860. Otherwise, i is
decremented and the variable cNode is set to reference the
same node as referenced by local variable nxt in step 1862 and
control flows back to step 1840.

For all of the above-illustrated routines of FIGS. 17A-18B,
many alternative implementations are possible using differ-
ent control structures, variables, logic paths, and by varying
other design and implementation parameters. The above-il-
lustrated implementations are provided as one example of the
routines which constitute a control component of a web-
testing-design, graphical-user-interface-based system.

FIGS. 19A-G illustrate example operations and specific
uses of the graphical user interface for web-testing design. In
FIG. 19A, a screen shot of the graphical user interface is
provided, in which a displayed element 1902 is highlighted
and the symbolic element path for which is shown 1904 in a
path bar above a displayed web page. In this example, the
contents of the element are also displayed in a text-entry
window 1906. As shown in FIG. 19B, by changing the text in
the text-entry window 1906, the text displayed for the element
represented by element path 1904 also changes. The change
in the display of the web page does not affect the underlying
HTML file or other encoding of the web page, but instead
involves changing contents of one or more DOM-tree-repre-
sentation nodes. As shown in FIG. 19C, in designing a test,
different levels for selected factors can be input into a text-
entry window 1908. FIG. 19D shows the web page exhibiting
the text for a level entered through the interface shown in FI1G.

10

15

20

25

30

35

40

45

50

55

60

65

22

19C. In FIG. 19E, the interface is being used to define a factor.
In this case, the factor is the large displayed element 1910 that
is symbolically represented by the element path 1912. The
name of the factor has been entered in text-entry window
1914, as shown in FIG. 19F. Using navigational input fea-
tures, a smaller feature 1916 can be selected instead of the
larger feature 1910, as shown in FIG. 19E, as a result of which
the symbolic element path for the selected feature 1918 is one
node longer than the symbolic element path 1912 in FIG. 19E.
FIG. 19G shows the same principles of element selection and
element encoding using element paths and unique IDs in a
user-interface component for designating a conversion ele-
ment. In this case, a display element 1920, with correspond-
ing symbolic element path 1922, has been selected as a can-
didate conversion element.

FIG. 20 illustrates a general computer architecture appli-
cable to many different types of computer systems on which
graphical-user-interface-based test-and-analysis design and
configuration systems can be implemented. The computer
system contains one or multiple central processing units
(“CPUSs”) 2002-2005, one or more electronic memories 2008
interconnected with the CPUs by a CPU/memory-subsystem
bus 2010 or multiple busses, a first bridge 2012 that intercon-
nects the CPU/memory-subsystem bus 2010 with additional
busses 2014 and 2016, or other types of high-speed intercon-
nection media, including multiple, high-speed serial inter-
connects. These busses or serial interconnections, in turn,
connect the CPUs and memory with specialized processors,
such as a graphics processor 2018, and with one or more
additional bridges 2020, which are interconnected with high-
speed serial links or with multiple controllers 2022-2027,
such as controller 2027, that provide access to various differ-
ent types of mass-storage devices 2028, electronic displays,
input devices, and other such components, subcomponents,
and computational resources.

Although the present invention has been described in terms
of particular embodiments, it is not intended that the inven-
tion be limited to these embodiments. Modifications within
the spirit of the invention will be apparent to those skilled in
the art. For example, as discussed above, these implementa-
tions of the control component for the graphical-user-inter-
face-based web-testing-design system discussed above can
be obtained by varying any of many different design and
implementation parameters, including choice of operating
system, hardware platform, control structures, data struc-
tures, modular organization, variables, and other such imple-
mentation and design parameters. While a particular coding
using indexes within brackets and #-demarcated IDs has been
shown, in the above-discussed examples, any of many differ-
ent possible symbolic representations of nodes within ele-
ment paths and unique IDs can alternatively be used. For
example, rather than angle brackets, leftward-pointing arrows
or other types of graphical symbols can be used for node
delimiters. Indexes can be delimited or noted by the various
types of symbols other than paired brackets. Symbols other
than the hash sign may be employed to introduced identifiers
and symbolic representations of nodes. Also, for even greater
redundancy and assurance that a node can be found, despite
changes to a DOM-tree representation of a displayed web
page, multiple unique IDs can be generated and stored, each
relative to a different identifier-associated node in the DOM
tree. In this case, one or more of the multiple unique IDs may
be relative to an identifier-associated node that is not closest,
in the hierarchy, to the identified node.

It is appreciated that the previous description of the dis-
closed embodiments is provided to enable any person skilled
in the art to make or use the present disclosure. Various
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modifications to these embodiments will be readily apparent
to those skilled in the art, and the generic principles defined
herein may be applied to other embodiments without depart-
ing from the spirit or scope of the disclosure. Thus, the present
disclosure is not intended to be limited to the embodiments
shown herein but s to be accorded the widest scope consistent
with the principles and novel features disclosed herein.

The invention claimed is:

1. A graphical-user-interface-based system for design and
configuration of web-site tests and analyses, the user-inter-
face-based system comprising:

one or more computer systems; and

computer instructions encoded in a memory, mass-storage

device, or other physical data-storage device or subcom-
ponent that, when executed by one or more processors
within the computer system, control the computer sys-
tem to
display a web page using a DOM-tree representation of
the web page, and
provide a graphical user interface that selects, according
to a user selection input to the displayed web page, an
element of the displayed web page and stores, in a
memory, mass-storage device, or other physical data-
storage device or subcomponent, a unique identifier
for the selected element that is a symbolic element
path, which includes symbolic representations of
each node in a traversal path within the DOM-tree
representation of the web page from a root node to the
element identified by the unique identifier, the sym-
bolic representations of each node in the traversal path
within the DOM-tree representation of the web page
is selected from
a symbolic representation of an identifier-associated
node that includes a symbolic representation of a
tagname associated with the identifier-associated
node and a symbolic representation of the identifier
with which the node is associated; and
a symbolic representation of a node not associated
with an identifier.
2. The graphical-user-interface-based system of claim 1
wherein the symbolic representation of the tagname and the
symbolic representation of the identifier with which the node
is associated are separated by one or more symbols that
indicate that the symbolic representation is a symbolic
representation of an identifier-associated node; and

separate the symbolic representation of the tagname from
the symbolic representation of the identifier with which
the node is associated.

3. The graphical-user-interface-based system of claim 1

wherein a symbolic representation of an identifier-associ-

ated node alternatively includes a symbolic representa-
tion of a node type associated with the identifier-associ-
ated node and a symbolic representation of the identifier
with which the node is associated; and

wherein the symbolic representation of the node type and

the symbolic representation of the identifier with which

the node is associated are separated by one or more

symbols that

indicate that the symbolic representation is a symbolic
representation of an identifier-associated node; and

separate the symbolic representation of the node type
from the symbolic representation of the identifier with
which the node is associated.

4. The graphical-user-interface-based system of claim 1
wherein a symbolic representation of a node not associated
with an identifier includes a symbolic representation of a
tagname associated with the node not associated with an
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identifier and a symbolic representation of an index of the
node not associated with an identifier within an ordered list of
sibling nodes that includes the node not associated with an
identifier.

5. The graphical-user-interface-based system of claim 4
wherein the symbolic representation of the tagname and the
symbolic representation of the index are separated by one or
more symbols that

indicate that the symbolic representation is a symbolic

representation of a node not associated with an identi-

fier; and

separate the symbolic representation of the tagname from

the symbolic representation of the index.

6. The graphical-user-interface-based system of claim 4
wherein the symbolic representation of the node type and the
symbolic representation of the index are separated by one or
more symbols that

indicate that the symbolic representation is a symbolic

representation of a node not associated with an identi-

fier; and

separate the symbolic representation of the node type from

the symbolic representation of the index.

7. The graphical-user-interface-based system of claim 1
wherein a symbolic representation of a node not associated
with an identifier includes a symbolic representation of a
node type associated with the node not associated with an
identifier and a symbolic representation of an index of the
node not associated with an identifier within an ordered list of
sibling nodes that includes the node not associated with an
identifier.

8. The graphical-user-interface-based system of claim 1

wherein the symbolic representations of nodes in the tra-

versal path within the DOM-tree representation of the
web page are separated by one or more delimiter sym-
bols;

wherein the unique identifier for the selected element is a

symbolic element path, which includes symbolic repre-

sentations of each node in a traversal path within the

DOM-tree representation of the web page from an iden-

tifier-associated node to the element identified by the

unique identifier; and

wherein the symbolic representation of each node in the

traversal path within the DOM-tree representation of the

web page is selected from:
a symbolic representation of an identifier-associated
node includes a symbolic representation of a tagname
associated with the identifier-associated node and a
symbolic representation of the identifier with which
the node is associated; and
a symbolic representation of a node not associated with
an identifier.
9. The graphical-user-interface-based system of claim 8
wherein the symbolic representation of the tagname and the
symbolic representation of the identifier with which the node
is associated are separated by one or more symbols that
indicate that the symbolic representation is a symbolic
representation of an identifier-associated node; and

separate the symbolic representation of the tagname from
the symbolic representation of the identifier with which
the node is associated.

10. The graphical-user-interface-based system of claim 8
wherein the symbolic representation of the node type and the
symbolic representation of the identifier with which the node
is associated are separated by one or more symbols that

indicate that the symbolic representation is a symbolic

representation of an identifier-associated node; and
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separate the symbolic representation of the node type from
the symbolic representation of the identifier with which
the node is associated.

11. The graphical-user-interface-based system of claim 8
wherein a symbolic representation of a node not associated
with an identifier includes a symbolic representation of a
tagname associated with the node not associated with an
identifier and a symbolic representation of an index of the
node not associated with an identifier within an ordered list of
sibling nodes that includes the node not associated with an
identifier.

12. The graphical-user-interface-based system of claim 11
wherein the symbolic representation of the tagname and the
symbolic representation of the index are separated by one or
more symbols that

indicate that the symbolic representation is a symbolic

representation of a node not associated with an identi-
fier; and

separate the symbolic representation of the tagname from

the symbolic representation of the index.
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13. The graphical-user-interface-based system of claim 8
wherein a symbolic representation of a node not associated
with an identifier includes a symbolic representation of a
node type associated with the node not associated with an
identifier and a symbolic representation of an index of the
node not associated with an identifier within an ordered list of
sibling nodes that includes the node not associated with an
identifier.

14. The graphical-user-interface-based system of claim 13
wherein the symbolic representation of the node type and the
symbolic representation of the index are separated by one or
more symbols that

indicate that the symbolic representation is a symbolic
representation of a node not associated with an identi-
fier; and

separate the symbolic representation of the node type from
the symbolic representation of the index.
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